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# Introduction

The Audience Insight client is a component that accepts data in the form of Log objects from various sources, groups the logs into batches and sends a serialized version of the batch to the Audience Insight server.

**Log** – The core data unit in the Audience Insight system is a log. A log is a collection of fields, similar to a database row, representing a snapshot of data usually relating to a single subject (i.e. video quality, an advertising event, etc). A log typically has a type identifier and timestamp along with other relevant fields.

**Batch** – A batch is a group of logs. Logs are queued up on the client as they are generated, and then sent as a group, or batch, to the server. The batch is serialized to JSON before being transmitted.

Client App

Log

Audience Insight

Batch

Log

Log

…

Server

Batch

Log

Log

…

Serialized Batch

**Config/mapping file** – The Audience Insight client uses a config file to determine *how and which* log fields are mapped to serialized fields.

**Mapping Example:**

|  |  |  |
| --- | --- | --- |
| **Log Data** | **Mapping configuration** | **Mapped and serialized data** |
| MyNumber: 12345  MyFirstName: "john"  MyLastName: "doe" | <Log Type="CustomLog" Id="CustomLog">  <Value Name="MyNumber" Id="num" />  <Value Name="MyFirstName" Id="first" />  </Log> | {  num: 12345,  first: "john"  }  (Note that the field names were mapped and the field MyLastName was not included because it was not configured.) |

# Usage – Non-Player Framework Context

[See demo apps for full implementation]
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1. **Include:** Microsoft.AudienceInsight (via vsix, NuGet package, or source)
2. **Configure:**  
   <Log Type="CustomLog" Id="CustomLog">  
    <Value Name="Type" Id="typ" />  
    <Value Name="LogId" Id="lid" />  
    <Value Name="TimeStamp" Id="tik" />  
    <Value Name="CustomProperty" Id="s01" />  
    <Value Name="CustomPropertyNumber" Id="s02" />  
    <Value Name="CustomPropertyBool" Id="s03" />  
   </Log>
3. **Initialize:**

// Audience Insight config

var batchingConfig = await BatchingConfigFactory.Load(new Uri("ms-appx:///AudienceInsightConfig.xml"));

batchingLogAgent = new BatchingLogAgent(batchingConfig);

1. **Log data:**

var customLog = new CustomLog()

{

CustomProperty = "testing",

CustomPropertyNumber = 3.14159,

CustomPropertyBool = true

};

batchingLogAgent.LogEntry(customLog);

# Usage – Player Framework Context

[See demo apps for full implementation]

[See separate architecture diagram]
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1. **Include:**
   1. **Microsoft.AudienceInsight** (via vsix, NuGet package, or source)
   2. **Microsoft.VideoAnalytics.AudienceInsight** - Adapter that allows the Player Framework's VideoAnalytics library to be an Audience Insight log source. (via vsix, NuGet package, or source)
   3. **Relevant Player Framework libraries**  (via vsix, NuGet package, or source)
2. **Configure**: see example config file in demo app
3. **Initialize**

var configFileUrl = new Uri("ms-appx:///AudienceInsightConfig.xml");

// Audience Insight config

var batchingConfig = await BatchingConfigFactory.Load(configFileUrl);

var batchinglogAgent = new BatchingLogAgent(batchingConfig);

var aiLoggingTarget = new AudienceInsightLoggingTarget(batchinglogAgent);

Microsoft.VideoAnalytics.LoggingService.Current.LoggingTargets.Add(aiLoggingTarget);

// Player Framework analytics config

var analyticsConfig = await AnalyticsConfig.Load(configFileUrl);

var analyticsPlugin = new AnalyticsPlugin(analyticsConfig);

var adaptivePlugin = player.Plugins.OfType<AdaptivePlugin>().FirstOrDefault();

var adaptiveMonitorFactory = new AdaptiveMonitorFactory(adaptivePlugin.Manager);

var edgeServerMonitor = new EdgeServerMonitor();

analyticsPlugin.AdaptiveMonitor = adaptiveMonitorFactory.AdaptiveMonitor;

analyticsPlugin.EdgeServerMonitor = edgeServerMonitor;

player.Plugins.Add(analyticsPlugin);

1. **Log Data**
   1. The PlayerFramework Video Analytics component gathers data via several data clients including a PlayerMonitor, AdaptiveMonitor and an EdgeServerMonitor. Data from these sources is exposed via **numerous built-in log and report types** – see separate spreadsheed describing the available log types.
   2. **Custom logs and logging sources** may be created  
        
      analyticsPlugin.AnalyticsCollector.LoggingSources.Add(/\* custom ILoggingSource here \*/);  
      or  
      analyticsPlugin.AnalyticsCollector.SendLog(/\* custom ILog here \*/);  
      or  
      LoggingService.Current.LoggingSources.Add(/\* custom ILoggingSource here \*/);
   3. **Session-based values** can be included with every log:

var analyticsPlugin = new AnalyticsPlugin(analyticsConfig);

var geo = new Geolocator();

var location = await geo.GetGeopositionAsync();

analyticsPlugin.SessionData.Add("Latitude", location.Coordinate.Latitude);

analyticsPlugin.SessionData.Add("Longitude", location.Coordinate.Longitude);  
analyticsPlugin.SessionData.Add("Accuracy", location.Coordinate.Accuracy);

* 1. **Playlist-based values** can be included with every log:

var playlistData = new Dictionary<string, object>();

playlistData.Add("myKey", "myValue");

var playlistItem = new PlaylistItem()

{

Source = new Uri("http://maincontenturl")

};

playlistItem.SetValue(Analytics.AdditionalDataProperty, playlistData);

var playlistPlugin = player.Plugins.OfType<PlaylistPlugin>().First();

playlistPlugin.Playlist.Add(playlistItem);

playlistPlugin.GoToNextPlaylistItem();

# Usage – Logging Video Advertising Events

[See demo apps for full implementation]

[See separate architecture diagram]
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1. **Include:**
   1. **Microsoft.VideoAnalytics.VideoAdvertising** – Adapter that allows the Player Framework's VideoAdvertising library to be a VideoAnalytics log source
2. **Configure**:   
     
   <Log Type="AdEvent" Id="AdEvent">

<Value Name="Type" Id="typ" />

<Value Name="LogId" Id="lid" />

<Value Name="TimeStamp" Id="tik" />

<Value Name="TrackingType" Id="s01" />

<Value Name="MediaSource" Id="s02" />

<Value Name="MediaSourceType" Id="s03" />

<Value Name="CreativeExtraInfo" Id="s04" />

<Value Name="CreativeSourceType" Id="s05" />

<Value Name="CreativeId" Id="s06" />

<Value Name="CurrentPosition" Id="s07" />

</Log>

1. **Initialize**

// Audience Insight ad tracking config

analyticsPlugin.AnalyticsCollector.LoggingSources.Add(new AdvertisingLoggingSource(player.GetAdHandlerPlugin().AdHandlerController));

1. **Log Data** – Data is logged automatically, when an ad tracking even occurs.

# Development notes

1. **Demo applications**
   1. **Win8** – One solution with four projects: \Win8.AudienceInsight\Samples\AudienceInsightSamples.Win8.sln
      1. Xaml.Standalone
      2. Xaml.PlayerFramework
      3. JS.Standalone
      4. JS.PlayerFramework
   2. **WP8** – One solution with two projects:  
      \Phone.AudienceInsight\Samples.WP8\AudienceInsightSamples.WP8.sln
      1. StandaloneSample
      2. PlayerFrameworkSample
   3. **WP7** – One solution with two projects:  
      \Phone.AudienceInsight\Samples.WP7\AudienceInsightSamples.WP7.sln
      1. StandaloneSample
      2. PlayerFrameworkSample
2. **Server response**– The server can pass several control parameters back to the client via HTTP header in the response.
   1. **LoggingEnabled** – This flag allows the server to stop logging on the client. Possible values: 0, 1.  
        
      var response = new HttpResponseMessage(HttpStatusCode.OK);  
      response.Headers.Add("LoggingEnabled", "0");
   2. **QueuePollingIntervalSeconds** – Sets the interval at which log batches are to be sent.  
        
      var response = new HttpResponseMessage(HttpStatusCode.OK);  
      response.Headers.Add("QueuePollingIntervalSeconds", "3");
   3. **ServerTime** – Provides the server time to the client so timestamps can be adjusted accordingly.  
        
      var response = new HttpResponseMessage(HttpStatusCode.OK);  
      response.Headers.Add("ServerTime", DateTimeOffset.Now.Ticks.ToString());
3. **Build** – Audience Insight components are built during the [main Player Framework build process](http://playerframework.codeplex.com/wikipage?title=Source%20Code%20and%20Build%20Scripts&referringTitle=Documentation).
   1. Generated **vsix packages (Win8, WP8)** located in \Build\Microsoft.PlayerFramework:
      1. Microsoft.AudienceInsight.Win8.vsix
      2. Microsoft.AudienceInsight.WP8.vsix
      3. Microsoft.PlayerFramework.Win8.Analytics.AudienceInsight.vsix
      4. Microsoft.PlayerFramework.WP8.Analytics.AudienceInsight.vsix
   2. Generated **NuGet packages (WP8 only)** located in \Build.NuGet:
      1. Microsoft.AudienceInsight.1.0.0.nupkg
      2. Microsoft.VideoAnalytics.AudienceInsight.1.3.0.nupkg
4. **Compression** – Compression can be used if necessary. To enable compression:
   1. **All platforms**: build Microsoft.AudienceInsight library with a “COMPRESSION” compiler symbol.  
      ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaAAAABVCAIAAACAfKcQAAAAAXNSR0IArs4c6QAAEXRJREFUeF7tnX9oVFcWx691rbburvmvZRdqidGUkGINdOimhVpo0pr4R6SNtPQPpxViUhYdhVAHZG2g7FCykFGQiYJ1Ci3tmrZJoTHV/KHQNn+MkFp0B6IxlMKy/TMuqyi2dc+99933+9fMvDcmM9/Hsp3cuffccz7vzddz7nszd8Xi4iLDAQIgAAK1SOCBWgwKMYEACIAAJwCBw3UAAiBQswQgcDV7ahEYCIAABA7XAAiAQM0SgMDV7KlFYCAAAhA4XAMgAAI1S8Bb4BZynQ3q6MwtxEhgOtUQ7wQx+g7TIAACS5iAh8CRurWN75ilh+T4MdYyd30JxwDXQAAEQMCVgKvALeT60y1j5wYatSEd2WwH+IEACIDAciPgJnALZ8cLyW5XSTPq1tQ0D1VUl7mULGWNOtOtWypFJS8fRWO0Q9rAAQIgAALxEFjh8lUtkqd+NioSOF6qpguMJTKz9DdJ03Azf8FVqnN+77mB66mG3nxybJEyPHqzl6lXLt2KwoQpCt2ayax3kBMTE/EQgFUQAIGaJeAhcG1zg1y05KEEiGlqpzVzXWOG5IXtJuz15oURh27WLGcEBgIgcB8IuJWojU0trDjvft+UVE0dfuty3t0oJ+SJHh2zmcR9CBhTggAI1A8B15sMHXszLN3mWCHjwpcfDnxixL/b9blConkDAeYrffXDGZGCAAjcBwLuj4k0DpxbHGO92r2A3mJmVKyedWRnufIF3SLw7SbFk0z0z7Ugg7sPZxxTgkAdEXBbg6uj8BEqCIBALRPAV7Vq+ewiNhCocwIQuDq/ABA+CNQyAQhcLZ9dxAYCdU4AAlfnFwDCB4FaJgCBq+Wzi9hAoM4JQODq/AJA+CBQywQgcLV8dhEbCNQ5AQhcnV8ACB8EapkABK6Wzy5iA4E6JwCBq/MLAOGDQDUIrLx4ccWNG9WYyToHBK76zDEjCNQXgVWTk7/v6Pjj+vUP795Nr6sZPL6LWk3amAsE6pEA5W4PHTjApe32bYr/16efvnXs2G+bNlWBBQSuCpAxBQiAACOZW/X55w+eOrXy8mW2Zs3td965s39/3FwgcHEThn0QAAELgdUjI2vef5+yuV9efPHWyZP31q2LDxAELj62sAwCIOBO4IGrV9e++uoDP/3065NP3vzqq/g0DjcZcAmCAAhUmwAtwP3vm29I3ahcXbt9e3w3WJHBVfvUYr5AAn2f3wzsgw41QGDtrf/+bfjVx3/6V7H5L3/f//HdVasjDwoCFzlSGKyUAAncP9/6U6VWMH5ZEFhcZC+8wC5dYi+/zMbH6eZDtF6jRI2WJ6yBAAiUQqChgU1NsccfZ19/zV5/vZSRofpC4EJhQicQAIEKCaxYscLdwqOPsvPnucbR5u75fIWz2IZD4KLlCWsgAAKlEyB1++QTPiydZlS0RndA4KJjCUsgAAJlE3jmGdbTw37+mQ0NlW3DORACFyFMmIqcwNQeKmz2TJnsUsuzR+apQbylDupi+Vu0i36WZt6iGxBGrX/Z/J8/8qyaQM4pD5NJU7PdH3tXWxyardKnsNDgVoQJJxPdtdCOGR3VHPYW+ts0vQ8H91MWdHmMjPCbDKOj7Mcfg7qGfb86AreQ69R2i27ozC2E9c3Zbzolx3N7DkOujSXPpaYoeWBZAwyfw80bTYxlucoHhXOytJ6BzrS3X+lyfKjlqPbstXvyOL6NbTsuX57pU+3f7WuydeMt246faU0NS82cP/LeleyHWjerJ1w2NhYPafbvfcgm5RD6VHddUfNe23l6o0njlD9n+k4YLluctMxR1hTtV94zaS13aDg1YzKrTXcty1K79I4hHCNnutgZGe61lqsUrLPF7L0vB+9T5nu6qVDt7+ffV43uK1zxCxz/TLbNDS5qxyg7Ox14TQd1aBw4t3huoNH6kTMag4YvnfdD+WySlVD9l0540Xiy81DW/qGuzPC2Qc0gaUPrIQ9525VqPcN1Uzua9u3jr0kRT/SdUcrJmvZ9SEKiqaXh1LaePnblqpHyubo7f6SsKVpb2elJk+mpiRN9fX2OGZr2HeqbsXTkXXwcu1acaW/ZKO3IYJ0txiwBHMo/ZYcPM7rnQHcbIkri4ha4hVx/umVsMduh2DQODOivK7tMMbpeCGzcd6jVlI5UHjbp0s7Tu57lKYshYWaz85OnZ/p6dHXT33K2N3XvbHdoGYlO+85umT7aDr0kLneKlkGCoUuqSEEHe8Ii8XGMtG/GCtnZEp5D2aeMnhp57TU+z4ULYYPy7RezwC2cHS8ku10VzVS2prScTqQquZSsZo0SVPXszOn/cMmkhv6/N88K6baGBm7ClOmENk5jtEM54YbLMKf18rI/rdXi1E3vogIR7qkOlkZr0W51KYIYVUTmKPhrI2KNnMVDtxCEpetajM4TRCQdFK3owte41tMgykqj4lJvzqQ2yjUyjxJW66d3M/pRgtM6w7KDTg1TtvV0xnZBuLTPFK/JTmqiiZ57epKnNzqdLGcKmoWE58SEVmJPnmbuSspTLENkwzhGJT6vuE00nS0mFn4ceDePUxZCtTZv5p2WSQbHWKJ5g0tQ06k2ntnxYzZT7NU/LIX0XDdvHEsW0keF7hk9R9l43mKqI0v9WCIzu2hKES1DgowzMiGOsWR+2GN1kD6ibeM7aA5+iFTU2/lhNiqN9Tb0i5emQGhgIS07zGZYut9rMdLqUgQxasymjyriFEXjwGAyP6n+YZnMJwdFxa97WEIIXjTEtJZJQ1zcnl3MK2d6J315yz0P07XKvFQnG6f2dLE+37RQVy2bSy7t+mdd+HMt2670Rwy1OkmioWtfOVMI7fArsTUt20gVtiGyIRzjhpv2fcf9v9Kli7GzReHw4yD7uJ6ySq6BcsbGnMHxj8zcdadjC/NFpjI7/lnTOyUye0W+19GdZMV5fj9hvqjaeMcwMYY3zj+BMoWjTNDjEEmo9vGXXXzsjwqZ4M4ndrwkFEMPhP+RyMgOlpAd8wa65O+DDaBufkNzIm/8S8Id0xRuerKoUTc8DB+CJw0xsX3SrLZ2GuY82vrwj7XX3YYSzZG8UWF3fNBt/UyY4oWnRaW0CZztvNJs3WSuRvm6XIg1w4qm6N5JC3FTojy156Deoh/WMfLfGjwfaGtx8HFyIGSVnLI7d0o8qe7dYxa4xpd2JPREIRKHIzVCyVkvE3nkbCYRqeUAY1wV3I/4XOI3KBZHWb8qJDv2ZoqUtS7khouaGJdEwDsEsxn7pCVNYessPqBdXScqscHH6rdOpUHX8pav0Z8wEhk+6AivCmW7PmRqz8aUs9Dl9W/wmmElU4gZulIe5aknID/Hpo6oe65cq3hS6mwxDIfiwHGVfcrogbgojpgFTuQqVK8ZSzMLuRwVRo1NLUwJH33C8h7rdBQh9VTFKu8YJubwxq/PFWQFzdM0D9NCoy3la3j7dpOF8bNivc1naTKMSxJLSIBWH0hwSMtFbswoMjZ+9Og4K0XfHCGE8MSYtNw1OC0IkUqYAjIW18yPqflfI1yT9Funts+peSRfgOLFmnbsYt0yV6L2M0w18wcrjELQGE6pi/6UhtVJ83N3lUxBM7T3ud8B9ovf27Ftm4ragqaqbp0tNj7BHKTEmU9ZmA9wpH3U4xtx/tecHokVM2vOpDepBTW5diUX1+RLcSQyGdVovKu9maQ8zDTEmNHfuOqXSCYTsqfZB52J8oAxPo8l4Qty3jDILdM0MhbNjvVd4YDTJQWgzBhVFI4gNLTKFWvsrufCNQRz+uugYZvUla7j0tt58t/q8bNa+y89pNenPWxWa6EFxkOXfWAf3uH8+XvUM5kM1TmoE34uKdJ/LvyMUfYy3DwrH99bKgf5NNltvUOzBFyr+s8l8YdWTZUvSZD/XYuyGdFEdIc1JuNle1WlgZQLkxwFT0YPiNAPKCWT7NSp4M5BPeIuUYPmx/v3kQBfftNvL9xHP+771OpLEMbXImJyiSaqU3WLCWigWQhcIKKa7CAeT6OnX+RdXRwgED+BUOkbuSGfgKPvM0RxQOCioBjKBj3RtnTqU3F3cwn5E4ogOtUFgR9+4GGuXx9JsBC4SDDCCAiAQEQEPv2UG9q6NRJzELhIMMIICIBAFAToa/b0BBz9NtwTT0RhjuEuaiQYYSRKAthVK0qay8fWqrt33h/q/PN/5v/x15MXt7wcieMQuEgwwggIgEClBFbncmvSadoslbZMrdSWGg+Bi4ok7IAACJRPgHa5/0MiQb92KTeELt+QdSTW4KIiCTsgAALlE3jo7bdJ3e4MDESobuQNBK78U4KRIAACkRBYMzT0u2+//W3Tptv0i76RHhC4SHHCGAiAQIkEHvzgg9UjI/fWrbv50UfY2b5EeOgOAiCwhAmsmpx86MAB0rVbH39MGVzkniKDixwpDIIACIQisPLy5Yd376aut44d++W550KNKbETBK5EYOgOAiAQBYEVN248/MYb/MbCwYN3X3klCpMuNiBwMYGFWRAAAT8CdNuUHg252919++DB+EjhObj42MIyCICAC4GVFy+u+uILeqz3t8ceo6fe6PZCfJhiEbh33303jMchu4UxhT4gAALLggA9DrJ2+3Zy9d4jj9z87LNon3pzEohL4EZGRvxx79+/HwK3LK5IOAkCERKgpTfK3cjgnTffJI2L0LKrqWqvwZGo/ei3paux67Fl72dX32Vf2lKV/3qjsQ1xKci8prO0ix1znC2y0Tyv9U/T5tBleldKJOgLAsuCABWktOhG/6uCuhGQqgrcxMTE0NDQU0895XsmjI1LWmjPes8N56dTvXm+Xwr9iCT/9cayf0vSazq9Xd+yQLXwnao93dJCs+wWvTjW4rY5bDTXYxkbVZUxJBpfYQUEqkygegJHPyCbpI0kGEulUuGC7MjSDlN+u6rKLf+iOgKnUxPxjfLkxntex0Kun3aRNzS3I5sV21njAAEQqCqBeAWOCtJLly7JgEjdbty4sXnz5hKW3sz7RhsVH2VPlIPQXvQFyvBEiainJOJFTm5Wb6oLLWO9+Ybcpnp6Mm/d6t5u0WfbU6OrwydTSavyQ9dwzAMNDjLVNQppzYTTgn1IVS83TAYC1SUQo8Dl83kqSLdu3UoaR8Xpl19+SaFRY1kBTqdohxRtm1Q2nNuQVTuKOkrTQnquW+6mqjaMto31S71MvnH1FIdejaqWXjYWmJCp5FKpkW2J0FLBCmPkJCV92qarxV69vyOc6aOqH9XOtM+D2mpUWKG/ta1kjb2qbRbsQ8o6HRgEAsuDQIwC19PTQ/kaZW1btmyRxenhw4eDFuCc1IRULMwXRb7Gj958wW9FK6FthNfRnZSFZAljaXa97NXX4HQx09fgmocD7xooF8XmLsbux1p4IsUbNG9oxZ1Mdss6tnFgMKmH6AhnQ3Mib+ifnZeWwlF6qx8OC8vjyoSXIBABgRgFjrTowoULzz//PLlZcnEqQ+NC0NKkbWxn7MBe+k7F4cZapvOGyytZKUAkNqZuXKSEt8GLdBWcOSGZo6zfnFsq3cx1UnbJUzhavKxgCgwFgVohEKPAESKpcbt27aLXpRensmoTCRSXDKPoKg1+2LGm6fwn4DooEz0yXUj381VAOqh2LGhJWMfeDEu3ed9pFYt9w9o4MVg4OcmX0UjWc8N5lc15eEIqRxpmv9NxfU7zi3tYGiT0BoGaJBCvwElkJG3ff/996OJUX/wabp7VczV+i5M0Q66KeT874nqO/Me6Tkd29Ha9HFUtfDVQW/ozm+4tZmZVOcvTrDHWq7lL79g2WKb3x/hDMEY03FJRDuD2vRf51H0EEn9R5FIpLhwjOZW6Shb651r8MjjTkJq8qBEUCCgC+CYDrgUQAIGaJRCXwIUBVsLzImHMoQ8IgAAIWAnEInCADAIgAAJLgUA11uCWQpzwAQRAoA4JQODq8KQjZBCoFwIQuHo504gTBOqQAASuDk86QgaBeiEAgauXM404QaAOCfwfoZbsO6RyLPUAAAAASUVORK5CYII=)
   2. **All platforms**: enable via config file: <compression>1</compression>
   3. **Win8**: no further modifications.
   4. **WP8**: Install compression library in the Microsoft.WP8.AudienceInsight project via NuGet: <http://www.nuget.org/packages/Microsoft.Bcl.Compression/>
   5. **WP7**: Include SharpCompress.Portable.dll (Ms-PL) in the Microsoft.WP7.AudienceInsight project. <http://sharpcompress.codeplex.com/>
   6. **Server:** Add a message handler to WebApiConfig.Register:  
        
      config.MessageHandlers.Add(new GzipToJsonHandler());  
        
      See GzipToJsonHandler below.
5. **Local Azure setup for WP testing** – Since WP8 cannot use “localhost” to access a service running on the debugging PC, the service must be configured to be listening on the PC's IP address not just localhost. To configure the Azure emulator to do this, edit C:\Program Files\Microsoft SDKs\Windows Azure\Emulator\devfabric\DevFC.exe.config and restart the emulator.  
     
   <!--<add key="VipPoolStartIPAddress" value="127.0.0.1" />  
   <add key="VipPoolEndIPAddress" value="127.0.0.255" />-->  
   <add key="VipPoolStartIPAddress" value="your.ip.address.here" />  
   <add key="VipPoolEndIPAddress" value="your.ip.address.here" />
6. **Previous documentation**
   1. <http://playerframework.codeplex.com/wikipage?title=Analytics>
   2. <http://playerframework.codeplex.com/wikipage?title=Custom%20Logging%20Target>

## GzipToJsonHandler

using System;

using System.Collections.Generic;

using System.IO;

using System.IO.Compression;

using System.Linq;

using System.Net.Http;

using System.Threading;

using System.Threading.Tasks;

using System.Web;

namespace Microsoft.Evangelist.Mvc.Analytics

{

public class GzipToJsonHandler : DelegatingHandler

{

protected override Task<HttpResponseMessage> SendAsync(HttpRequestMessage request, CancellationToken cancellationToken)

{

if (request.Content.Headers.ContentType == null || request.Content.Headers.ContentType.MediaType != "application/gzip")

return base.SendAsync(request, cancellationToken);

Stream outputStream = new MemoryStream();

request.Content.ReadAsStreamAsync().ContinueWith(t =>

{

var compressedStream = t.Result;

using (var uncompressedStream = new GZipStream(compressedStream, CompressionMode.Decompress, true))

{

var sr = new StreamReader(uncompressedStream, System.Text.Encoding.UTF8);

uncompressedStream.CopyTo(outputStream);

outputStream.Seek(0, SeekOrigin.Begin);

}

}).Wait();

HttpContent origContent = request.Content;

request.Content = new StreamContent(outputStream);

foreach (var header in origContent.Headers)

request.Content.Headers.Add(header.Key, header.Value);

request.Content.Headers.Remove("Content-Type");

request.Content.Headers.Add("Content-Type", "application/json");

return base.SendAsync(request, cancellationToken);

}

}

}